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Abstract

The problem of choosing the optimal software testing strategy is considered. The classification of testing approaches is given. The factors influencing the choice of type of testing are investigated. It is shown how these factors can be used to make decisions. Algorithms for choosing the type of testing are developed. The proposed and developed decision support system is implemented in practice.
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1 Introduction

The rapid increase in the complexity and size of modern software packages while increasing the responsibility of the functions performed has dramatically increased the requirements on the part of customers and users for their quality and safety of use. A tested means of ensuring high efficiency and quality of functioning of programs and software systems is the process of testing them.

Testing is an expensive but necessary process. Many types and methods of testing in practice cannot be used due to the limitations of time and money, financial and human resources. To improve the organization of the testing process, it is necessary to choose the most appropriate methods for this particular project.

The aim of this work is to develop an algorithm for choosing testing approaches to determine the testing strategy for each specific software product in accordance with the specified indicators of software quality.
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2 Main software product quality criteria

The quality of software is the entire range of signs and characteristics of software products, which refers to its ability to satisfy established or anticipated needs [1]. According to the main literature sources, software quality criteria are a set of properties (attributes) of software products according to which all quality is evaluated and described [12, 13]. A quality model is a certain set of characteristics and the relationships between them that provide the basis for determining quality requirements and assessing quality.

The product quality model reduces the quality properties of a software product to eight characteristics, which are: functional suitability; level of performance; ease of use; compatibility; security; reliability; portability (mobility) and accommodation. In turn, each characteristic consists of a series of corresponding subcharacteristics (Figure 1).
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Some of these quality criteria are set when writing a technical task, some are obvious, some can be determined by the parties in the process of developing a
software product, but in many cases functionality and reliability are mandatory quality criteria for a software product, and ensuring reliability is a red thread through all stages and development processes of a software product [2].

The remaining criteria are used in accordance with the requirements for the software product depending on the needs of users. The quality indicators discussed in this section can be measured or evaluated by testing.

3 Testing and development of an algorithm for choosing test processes, methods and approaches

Testing is a way to assess the quality of software in terms of defects found, both for functional and non-functional requirements and characteristics of the software.

Testing a software product allows you to ensure that software projects meet specified quality parameters throughout the entire software life cycle.

The main purpose of testing is to determine deviations in the implementation of functional requirements, to detect errors in the execution of programs and to correct them as early as possible in the course of the project, that is, to reduce the development cost by early detection of defects.

There are many types and methods of testing [6, 9, 10], and its classification is possible by:
- access to the code and application architecture (white, black, and gray box methods);
- execution code execution (static and dynamic);
- degree of automation (manual and automated);
- the level of detail of the application (modular, integration and system);
- techniques and approaches (positive and negative testing);
- the importance of the tested functions (smoke, critical path testing, advanced);
- attracting end-users (alpha, beta, gamma testing);
- goals and objectives (positive and negative testing, functional and non-functional, testing of reliability, recoverability, fault tolerance, performance, interface, security, compatibility, load, stress, usability testing and regression testing), etc.

But in practice, all types of testing cannot be used due to time and cost limitations.

To optimize the testing process, it is necessary to draw up a testing plan in which you need to choose the most appropriate methods for this particular project [8, 14].

To solve this problem, it is first necessary to formulate significant factors on the basis of which conclusions can be drawn about which methods to use.

As a result of the work done, the following factors are summarized and grouped: release frequency, nature of the system, the criticality of defects, the complexity of the system and the quality indicators.
The first such factor is the frequency of releases.
Release of a software product version - a fixed state of changes in a software product related to the correction of identified errors in the functioning of software (comments) or the implementation of additional requirements of the Customer (proposals) that do not lead to a change in the ideology of software product development for its specific version.

The second factor is the nature of the system.
Online systems and single-user applications need to be tested differently.
In the first case, special attention should be paid to load testing and around-the-clock system availability.
In the second case, first of all, it is necessary to test the performance of the application and its stability.
Therefore, systems of a different nature need to be tested with different approaches.

The third factor considered is the criticality of defects.
A defect is a software bug that leads to failure. The criticality of defects can be of three levels (high, medium, low).
If the presence of defects in the system is critical, then it is necessary to devote more time to testing, take into account more details, carry out double control, test each task and test the functionality, reliability and fault tolerance of the system (based on RSTQB materials and tester experience).
If defects are not critical, then it is enough to conduct testing on tasks and at the end of the project regression testing.

Another factor is the software development life cycle.
The place of testing is different in different models of software development (waterfall, v-shaped, iterative, spiral, flexible model).
The next factor is risk level and type.
The risk level is determined by the probability of an adverse event and its impact.
Risks are used to determine where to start testing and what aspects to pay more attention to. Testing is used to reduce the risk of adverse effects or their consequences.

Another factor is quality indicator.
Depending on the quality criterion that is checked (reliability, efficiency, performance, etc.), it is necessary to choose different testing methods.

The next factor is the complexity of the program.
The complexity of the program is determined by the following characteristics: the number of lines of the code and the mathematical complexity.

If the program performs many functions and contains many modules, then it is best to divide it into task blocks and apply the testing approach to tasks.
Also, the criteria that determine the testing approach are regulatory standards, customer or contract requirements, test objectives, accessible documentation, testers’ knowledge, time and budget, and previous experience about the types of defects found.
Using the studied factors, we can develop an algorithm for choosing approaches to testing. Depending on the frequency of releases (every week, once a month or once a year), one should choose different approaches and devote a different amount of time for testing.

If releases are held once a week, then there is no way to conduct long and frequent testing.

Therefore, based on the many years of experience of testers, it must be carried out every 1-3 days.

And after it, regression testing a day before the release.

With releases once a month, you can test every 3-7 days before release.

And also there is time to test each task.

If releases are held once a year, then regression testing should be carried out every month, as well as testing of functionality and testing of tasks a month before release.

Figure 2 shows an algorithm for choosing an approach to testing depending on the frequency of releases.

![Figure 2. Algorithm for choosing approaches to testing depending on the frequency of releases]
If we are dealing with a mobile application, then it is necessary to conduct testing on an emulator and regression testing on a real device.

In the case of a web application, you need to test the load, functionality, and usability.

If this is a local service, then the following approaches should be applied: testing of functionality, testing of fault tolerance and load.

In the case of a web service, you must also test the interaction interface.

If we are dealing with a local application, then it is necessary to test the functionality of the algorithms and test the code.

If this is a multi-user LAN application, then you need to test the load, reliability, and functionality.

Figure 3 shows the algorithm for choosing an approach to testing depending on the nature of the system.

The algorithm for choosing testing methods, depending on the quality indicators important for the system being developed, is as follows:

If performance is being tested, then load testing, scalability testing, volumetric, stressful, competitive testing, and resource use testing should be performed.

When checking compatibility, you need to conduct configuration and cross-browser testing. If usability is being tested, then usability, accessibility, interface,
internationalization, and localization testing need to be done.

In the case of reliability testing, fault tolerance, recoverability, and reliability must be verified.

System security can be verified through security testing. In portability testing, adaptability, installability and interchangeability testing must be performed.

After you have tested all the necessary quality indicators, you need to test the functionality of the system (Figure 4).

Based on the foregoing, it can be concluded that it is advisable to develop a decision support system for choosing test methods for a particular software project.

4 The development of the corresponding applied decision support system

Based on the proposed approaches and correspondingly developed algorithms, based on fuzzy logic and multicriterial decision making approaches [3, 4, 5, 7, 11], an applied decision support system was created to draw up an optimal strategy for testing software products.

The goal of creating this decision support system is to automate the construction of a software testing strategy.

System tasks include: optimize the testing process; reduce the time and financial cost of testing; determine a software testing strategy based on specified
quality indicators.

The application under development is a local single-user. To work with it, a database was implemented, in which recommendations for testing are stored depending on the values of indicators chosen by the user.

Special software was developed in the form of appropriate algorithms. UML diagrams have been developed to design the application architecture, namely the use case diagram, activity diagram, class diagram, and deployment diagram.

The system is written in the C Sharp programming language. For its development, the following were used: VisualStudio development environment, SQLServer database management system, CrystalReports report generator for creating reports and printed forms.

Figures 5 and 6 show some steps of working with the program (fragments). At each step, the user selects a criterion value. The corresponding result is stored in the database.
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Figure 5. The choice of system character
Figure 6. Assessment of the degree of importance of system reliability

After the decision-maker has gone through all the steps, the application will generate and output the appropriate testing recommendations from the database to the TextBox component (Figure 7).

Figure 7. The result of the program
5 Conclusions

Modern testing methods are studied, models and quality indicators of software are considered and factors influencing the choice of testing methods for each specific software product are identified.

Algorithms are developed for choosing a testing strategy based on specified quality indicators.

A decision support system has been developed that allows us to find the best option for the testing process, taking into account specified quality indicators, and reducing the time and financial cost of testing.
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